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Abstract. Substantial effort has been focused over the last two decades on developing multi-
level iterative methods capable of solving the large linear systems encountered in engineering practice.
These systems often arise from discretizing partial differential equations over unstructured meshes,
and the particular parameters or geometry of the physical problem being discretized may be un-
available to the solver. Algebraic multigrid (AMG) and multilevel domain decomposition methods of
algebraic type have been of particular interest in this context because of their promises of optimal per-
formance without the need for explicit knowledge of the problem geometry. These methods construct
a hierarchy of coarse problems based on the linear system itself and on certain assumptions about
the smooth components of the error. For smoothed aggregation (SA) methods applied to discretiza-
tions of elliptic problems, these assumptions typically consist of knowledge of the near-nullspace of
the weak form. This paper introduces an extension of the SA method in which good convergence
properties are achieved in situations where explicit knowledge of the near-nullspace components is
unavailable. This extension is accomplished by using the method itself to determine near-nullspace
components and adjusting the coarsening processes accordingly.

Key words. algebraic multigrid (AMG), generalized smoothed aggregation (SA), adaptive
method

AMS subject classifications. 65F10, 65N55, 65F30

DOI. 10.1137/S1064827502418598

1. Introduction. Over the last decade, smoothed aggregation (SA; cf. [21, 23,
22, 20, 9]) has emerged as an efficient multilevel algebraic solver for the solution of the
algebraic systems obtained by discretizing certain classes of differential equations on
unstructured meshes. In particular, SA is often very efficient at solving the systems
that arise from problems of three-dimensional (3D) thin-body elasticity, a task that
can tax traditional algebraic multigrid (AMG) techniques.

As with classical AMG [4, 18, 19], the standard SA method bases its transfer
operators on certain assumptions about the nature of smooth error. For SA applied
to discretizations of elliptic partial differential equations, this assumption usually takes
the form of explicit knowledge of the near-nullspace of the associated weak form. This
knowledge is easy to obtain for large classes of problems. For example, it is simple
to determine the near-nullspace for finite element discretizations of second- or fourth-
order partial differential equations, including many nonscalar problems. In more
general situations, however, this knowledge may not be readily available. Consider
the case where the matrix for a problem is provided without knowledge of how the
original problem was discretized or scaled.
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Seemingly innocuous discretization practices, such as the use of scaled bases, can
hamper AMG solvers if this scaling is not taken into account. Even the simplest
problems discretized on regular grids using standard finite elements can pose serious
difficulties if the resulting matrix has been scaled without this information being
provided to the solver. Other discretization practices leading to problematic linear
systems include the use of exotic bases and systems problems in which different local
coordinate systems are used for different parts of the model.

To successfully solve such problems when only the matrix is provided, we need
a process by which the algebraic multilevel solver can determine how to effectively
coarsen the linear system using only information from the system itself. The method
we propose here, which we call adaptive smoothed aggregation (aSA), is an attempt
to do just that. aSA is based on the simple principle that applying a linear iterative
method to the homogeneous problem (Axz = 0) reveals error components that the
method does not effectively reduce. While this principle is easily stated in loose
terms, the resulting algorithm and its implementation can be very subtle. We hope
to expose these subtleties in the presentation that follows.

The objective of the setup phase of aSA is therefore to compute a set of vectors, B,
that represent error components that relaxation is slow to resolve. Such components
are usually referred to by the terms algebraically smooth, near-nullspace, near-kernel,
or, in the case of linear elasticity, rigid body modes. We simply call them candidates
here as it is not actually essential that all of the vectors we compute be troublesome
components; we use a measure that, in effect, ignores candidates that relaxation effi-
ciently handles. It is also not a problem if we compute redundant or linearly dependent
candidates because our approach is designed to select the information we need from
the candidate subspace. It is, however, important to be certain that the final set of
candidates is rich in the sense that they combine to represent all troublesome com-
ponents locally. The keys in being able to do this are to evolve the multigrid solver
by having it compute its own slow-to-converge error components (by way of the ho-
mogeneous problem) and to use these new components to properly improve the solver.

The setup phase for aSA is easiest to describe as an adaptive process. We start
from a given primitive parent method (possibly a simple relaxation scheme), with
error propagation operator My, and a current but possibly empty set, B, of candidates
(error components that My does not effectively reduce). We attempt to enhance B
by first putting My to the following test: given a small number, n, of iterations and
a random initial guess, ey, compute

(1.1) en — My'eo.

If the method performs well in the sense that e, is much smaller than that of ey in
an appropriate norm, then it is accepted as the solver and the adaptive scheme stops.
Otherwise, the resulting approximation, e, is expected to be rich in the error compo-
nents that are not effectively reduced by My, so it is added to the candidate set, B. The
new candidate set is then used to construct an improved child method, with error prop-
agation operator M;. The whole process can then be repeated with M; in place of My,
continuing in this way to generate a sequence of hopefully improving methods, Mj.

Thus, we iterate on the method itself, improving the current version by having it
compute its own troublesome components—those that it does not effectively reduce—
and then adjusting the coarsening process accordingly to produce a new method. Old
candidate components are also used in this adjustment process to ensure that the new
method continues to reduce them efficiently. This improvement process repeats until
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the current method shows itself to be capable of efficient solution of the problem of
interest. The iteration on the method is called the adaptive setup phase (or, simply,
the setup phase) to distinguish it from the solver phase, where the resulting method is
applied to the target problem. The setup phase is terminated when either the latest
incarnation of the method performs satisfactorily or a prescribed number of steps is
reached.

Each new child method is constructed based on components resulting from its
parent iteration (1.1). The method is modified to reflect the newly computed candi-
dates as soon as they become available. In other words, the method is kept up to date
at all times and no more work is done than necessary. In section 3.2, we show how
the general setup phase naturally takes the form of a reverse full multigrid (FMG-)
cycle.

The adaptive strategy outlined above is designed to uncover global error compo-
nents that a parent method does not handle well. It is crucial to recognize that there
are likely to be many such components—so many that, in general, we cannot expect
to identify each one individually. Typically, a small but fixed percentage of the spec-
trum of M}, corresponds to troublesome components. Thus, the few candidates that
iteration (1.1) identifies must serve as representatives for many smooth components
in the coarsening process. This is analogous to the standard SA coarsening processes
where the near-kernel is used to represent all smooth components. This representation
is accomplished by first taking local segments of each candidate (i.e., by taking the
restriction of the candidate to an aggregate and extending it outside the aggregate
with zeros) so that the segments sum to the candidate itself. Each segment is then
smoothed to enhance the overall approximation property in the sense that it accu-
rately represents similar smooth components. In this way, standard SA constructs a
rich set of local representations of the smooth or troublesome components. So too
must aSA. Indeed, we need a way to coarsen the system that ensures accurate approx-
imation of the error components that the current candidates represent. Of course, to
control storage and CPU costs, we also need to control operator complexity, which
involves limiting the number of candidates that iteration (1.1) produces, exploiting
these candidates as fully as we can, and limiting the growth of the number of coarse
degrees of freedom.

The SA framework [20] lends itself to this task. It offers fast automatic coarsening
with well-understood control over operator complexity due to its typically fixed coarse-
operator sparsity pattern. In addition, the process guarantees proper approximation
of a given set of functions and their natural localizations during the coarsening process.
The resulting coarse-level basis functions are smooth by design and thus suitable for
use in a multilevel method. The candidates obtained by iteration (1.1) play the roles
of the near-kernel components on which the SA method is based. Thus, in the aSA
context, the notion of near-kernel components depends not only on the problem but
also on the current method. In general, however, a troublesome component must
have a small Rayleigh quotient, signifying ineffectiveness of relaxation. However, in
all but the initial phase (where coarsening perhaps has not been constructed yet) or
the final phase (where the method may be efficient), the current candidate must also
have a small Rayleigh quotient defined in terms of the current coarse-level projection
operator. We do not use this property explicitly in the adaptive process, but keeping
it in mind can aid in understanding the development that follows.

Thus, our main goal is to extend applicability of the SA concept to difficult
problems for which the original method may perform poorly, possibly due to the
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lack of explicit knowledge of the near-kernel. The algorithm may also be useful for
improving performance in applications that involve multiple right sides, where efforts
to improve the method may be amortized over the number of solutions.

In what follows, we develop this modification of the SA method in such a way
that good convergence properties are recovered even if explicit knowledge of the near-
kernel is either incomplete or lacking altogether. This should facilitate solution in cases
where the problem geometry, discretization method, or coefficients of the differential
operator are not explicitly known to the solver. At the same time, we strive to keep
storage requirements low.

The concept of using a multigrid algorithm to improve itself is not new. Using
representative smooth vectors in the coarsening process was first introduced in [15],
where interpolation was defined to fit vectors obtained by relaxation of the homoge-
neous problem. In [4], a variation of this idea was used for recovering typical AMG
convergence rates for a badly scaled scalar elliptic problem. While the method there
was very basic and used only one candidate, it contained many of the ingredients of the
approach developed below. These concepts were developed further in [16, 17, 19, 14].
The idea of fitting eigenvectors corresponding to the smallest eigenvalues was ad-
vocated in [14] and [19], where an AMG algorithm determining these eigenvectors
through Rayleigh quotient minimization was outlined. These vectors were, in turn,
used to update the AMG interpolation and coarse-grid operators. Most of these ideas
were later summarized in [14]. A more sophisticated adaptive framework appropriate
for the standard AMG is currently under investigation [7].

Another method of the type developed here is the bootstrap AMG scheme pro-
posed recently by Brandt [3] and Brandt and Ron [5]. It differs somewhat from ours
in that it starts on the fine grid by iterating on a number of different random initial
guesses, with interpolation then constructed to approximately fit the resulting vectors
in a least-squares sense.

Various other attempts have been made to allow for the solver itself to determine
from the discrete problem the information required to successfully solve it, without
a priori assumptions on the form of the smooth error. These include the methods
of [13, 8, 6, 11, 12]. All these methods, however, need access to the local finite
element matrices of the problem so that they can construct the multigrid transfer op-
erators based on the algebraically smooth eigenvectors of the agglomerated stiffness
matrices. Although these methods exhibit attractive convergence properties, their
need to construct, store, and manipulate the coarse-level element information typi-
cally leads to increased storage requirements compared to those of classical AMG or
standard SA. The current method aims to achieve the good convergence properties of
the element-based methods without the overhead of the element storage.

This paper is organized as follows. In section 2, we briefly recall the standard SA
method and introduce some notation used throughout the remainder of the paper.
Readers who are unfamiliar with the fundamental concepts assumed here may first
wish to consult basic references on multigrid (e.g., [10]) and SA (e.g., [20]). Section 3
motivates and describes possible strategies to extract the information used to con-
struct improved transfer operators based on the method’s iterative history. These
strategies can be described as adaptive AMG, in which the method ideally evolves
until a cross-point at which further improvement (in terms of convergence rate) is
offset by the increased cost of each iteration. Section 4 discusses implementation is-
sues and ways of reducing cost and improving accuracy of the setup phase. Finally,
section 5 presents computational examples demonstrating the performance of the SA
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method based on the adaptive setup concepts.

2. Smoothed aggregation. We first briefly recall the SA method and introduce
some of the notation used later (see [20] for more detail). Assume that A is an SPD
matrix of order ny resulting from a discretization of an elliptic second- or fourth-order
partial differential equation in R, where d € {1,2,3}. Our aim is to solve A;x = by,
obtained by scaling Ay = b by its diagonal part, D:

(2.1) Ay =D7Y2AD7Y2 by =D,
A hierarchy of coarse problems is generated by the Galerkin recurrence
(2.2) Avpr = () A,

where the prolongator, I ll 1, is defined as the product of a given prolongation smoother,
Si, and a tentative prolongator, Pll+1,

(2.3) Ill+1 = SlPll+1a

l=1,...,L — 1. Suppose we are given a smoothing procedure for each level | €
{1,..., L} system, A;x = by, of the form

(2.4) X — (I — RlAl)X + R;b;.

Here, R, is some simple approximate inverse of A; (e.g., R; = s;I, where s; ~ ﬁ)

forl=1,...,L—1. Assume for simplicity that the coarsest level uses a direct solver:
Ry = Azl. To make use of the existing convergence estimates, we assume that

1
)\mm(I RlAl) 2 0 and )\mm(Rl) Z C}g{p(Al)a
with a constant C'gr > 0 independent of the level.

The SA iteration can formally be viewed as a standard variational multigrid
process with a special choice of transfer operators I ll 41 One iteration of SA multigrid,
x «— AMG(x, by), for solving A;x; = b is given by setting AMG = AMG, where
AMG(-,-),l=1,...,L—1, is defined as follows.

ALGORITHM 1 (AMG,).

1. Presmoothing: Apply v presmoothings to A;x; = by of the form x; «— (I —
RlAl)Xl + R;b;.

2. Coarse-grid correction:
(a) Set bl+1 = (Ill+1)T(bl — AZXZ)-
(b) Ifl4+1 < L, set x;+1 = 0 and solve the coarse grid problem

Ai41Xi41 = biga,

by v applications of xj41 — AMG+1(Xi41,bi11);
else, solve the coarse-level problem directly.
(c) Correct the solution on level l: x; — x; + Ill_Hle.
3. Postsmoothing: Apply v postsmoothings to A;x; = by of the form x; «— (I —
RiA))x; + Riby.
The components of the method that can be varied to achieve better convergence
are the construction of S; and P} +1- A good choice for S is described in [20] and
scrutinized in more generality in [8]. For our purposes, it suffices to assume that the
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prolongation smoother, S;, is the error propagation operator corresponding to the
Richardson iteration for the problem on level [, with the particular choice of damping
suggested in [20],

2.5 S =1 1 A

(25) =1 A

where A; = 917!\ and ) is a bound on the spectral radius of the fine-level matrix:
p(A1) < A With the prolongation smoothers thus chosen, we can concentrate in this
paper on the construction of Pll 1

Note 2.1.  Our selection of multigrid smoothing procedure (2.4) and prolongation
smoothers S; follows that of [20], where convergence estimates are obtained. We turn
to these results for heuristics in section 3.

The construction of operators P 1 consists of deriving the sparsity structure and
specifying the nonzero values. The nonzero sparsity structure determines the supports
of the tentative coarse-grid functions and is specified by way of a decomposition of
the set of degrees of freedom associated with operator A; into an aggregate partition
Uttt Ab={1,...,N}, AlnA =0, 1<i<j<Ngy,l=1,...,L— 1, where
N; denotes the number of nodes on level [. Note that the number of aggregates on
level [ defines the number of nodes on the next level: N, ; = card({A.}). Let n,
denote the number of degrees of freedom on level [, and assume at least one degree of
freedom is associated with each node so that n; > N;. Aggregates AL can be formed
based only on the connectivity and strength of connection between the entries of Ay;
cf. [23].

Although we illustrate these concepts in the example of a finite element discretiza-
tion, where the notion of a node should be most familiar to the reader, for us a node
is a strictly algebraic entity consisting of a list of degrees of freedom. In fact, the
finite element analogy is only possible on the finest level; the degrees of freedom on
all other levels have no explicit geometry associated with them. Thus, throughout
this paper, a node on level [+ 1 > 1 is a set of degrees of freedom associated with the
coarse basis functions whose discrete supports contain the same aggregate on level [.
Thus, each aggregate, A, on level [ gives rise to one node on level [ + 1, and each
degree of freedom constituting that node is a coefficient of a particular basis function
in the coarse-level basis expansion associated with A.

The second ingredient in constructing generalized aggregation tentative prolonga-
tors P} 1 consists of endowing the sparsity structure derived from the nodal aggrega-
tion with appropriate values. Starting with a given matrix, B', whose columns repre-
sent the near-kernel of the fine-level operator, we construct the tentative prolongators
and the coarse-level representation of the near-kernel components simultaneously to
satisfy

(26) Zjll+1Bl+1 = Blv (Pll—i-l)T]Dll-‘rl =1

This construction of Pll ,1and B 41 js practical and parallelizable because it is achieved
by assigning each nodal aggregate a set of columns of Pll 1 with a sparsity structure
that is disjoint from all other columns. Thus, obtaining (2.6) amounts to solving a
set of local independent orthonormalization problems in which the basis given by the
fine-level near-kernel matrix, B!, restricted to the degrees of freedom of an aggregate,
is orthonormalized using the QR algorithm. The resulting orthonormal basis forms
the values of a block column of Pll 1, while the coefficients representing the old basis
with respect to the new basis define B'*!; cf. [23, 20].
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Note 2.2. In this way, with B', A;, and b, given, the entire multigrid setup
can be performed. This construction of the SA multigrid hierarchy, using (2.6), (2.3),
and (2.2), and relying on a given fine-level near-kernel representation, B!, is called
the standard SA setup in this paper. For later reference, we outline the setup in
Algorithm 2 below. For details, see [20].

ALGORITHM 2 (standard SA setup). Given Ay, B, L, do the following for | =
1,...,L—1:

(a) Construct {AL}N, based on A;.

(b) Construct B and P}, | using (2.6) based on (AN
(c) Construct the smoothed prolongator: I}, | = SiP},,.

(d) Construct the coarse matriz: Ay = (I} )T Adl, ;.

With our choice of smoothing components and a coarsening procedure utiliz-
ing (2.6), the standard SA scheme can be proven to converge under certain assump-
tions on the near-kernel components alone. The following such result motivates the
need for standard SA to have access to the near-kernel components and serves to
motivate and guide our development of aSA.

Let (u,v)_4 denote the Euclidean inner product over the degrees of freedom cor-
responding to an agglomerate A and denote the A;-norm by |[|[ul|| = (Aju,u)!/?.
Let B! denote an n; x r matrix whose columns are thought to form a basis for the
near-kernel components corresponding to A;.

THEOREM 2.3 (Theorem 4.2 of [20]). With AL denoting the set of fine-level
degrees of freedom corresponding to aggregate AL on level I, assume that there exists
constant Cy > 0 such that, for everyu € R™ and everyl =1,...,L—1, the following
approzimation property holds:

9l—1
2.7 i - B'w|% <C,——
(2.7) i Inin |[u Wi = (A

(Aju,u).

Then
||x*—AMG<x,b1>||s(1—C(1L))||x*—x||| Vx € R™,

where A1x* = by and ¢(L) is a polynomial of degree 3 in L.
Since the use of (2.6) is assumed, condition (2.7) reflects an assumption on all
tentative prolongators P 1 and can be equivalently restated as

9l—1
2.8 i —PP?... P B"'w|% <C,——(A
( ) ;\{1%1]]?" ||u 243 1+1 WHAi = p(A1)< 14, u>

for every u € R™ and every [ = 1,...,L — 1. Thus, in the context of SA, condition
(2.7) can be viewed as an alternative formulation of the weak approximation prop-
erty [2]. Note that the required approximation of a fine-level vector is less stringent for
coarser levels. Also, convergence is guaranteed even though no regularity assumptions
have been made. Although the convergence bound naturally depends on the number
of levels, computational experiments suggest that the presence of elliptic regularity
for standard test problems yields optimal performance (i.e., convergence with bounds
that are independent of the number of levels).

That polynomial ¢(L) in the convergence estimate has degree 3 is an artifact
of the proof technique used in [20], where no explicit assumptions are made on the
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smoothness of the coarse-level bases; instead, only the smoothness guaranteed by
application of the simple prolongation smoother, S;, is considered.

Notice that this convergence result hinges on the selection of B!. In particular,
B! and the coarse operators, B!t and Pll_~_17 1 <1 < L -1, that it induces must
guarantee that the left side of (2.8) is small for any vector u for which (A;u,u) is
small. Since the standard SA method requires that matrix B! be given as input, with
the columns of B! representing a basis of (a superset of) the near-kernel of A;, the
construction of P 41 in (2.6) guarantees that all coarse-level representations, B!, form
a basis for (a superset of) the near-kernel of A;, [ > 1. The purpose of this paper is to
enrich a given incomplete (possibly even empty) set of near-kernel components with
approximations computed at runtime in such a way that good convergence can be
recovered. The adaptive method can then be viewed as an iterative attempt to sat-
isfy (2.8) heuristically (see Note 3.2 below). Our B! is computed only approximately,
which means that the coarse-level B! obtained by (2.6) alone may not be the optimal
representation of the near-kernel. To remedy this, we carry out the setup computation
also on the coarse levels to improve on the initial guess for the coarse-level candidates
given by (2.6).

The following section describes our basic approach to achieving this objective.

3. Self-correcting adaptive setup. In this section, we describe a prototype
of the adaptive method. To maintain generality and simplicity, the discussion is
intentionally vague about the various processes involved in the algorithm. Details are
provided in section 4. It suffices to say here that the coarsening processes are closely
related to those used in standard SA.

Before describing the algorithm, we introduce the following notational conven-
tions. The transfer operators and coarse-level problems, as well as other components
of our multigrid scheme, change as our method evolves. Whenever possible, we use
the same symbols for the updated components. Thus, symbol B! may denote a single
vector in one cycle of the setup procedure or perhaps a two-column matrix in the next
step of the setup. The intended meaning should be clear from context.

3.1. Initialization setup stage. The adaptive multigrid setup procedure con-
sidered in this paper can be split into two stages. If no knowledge of the near-kernel
components of A; is available, then we start with the first stage to determine an ap-
proximation to one such component. This stage also determines the number of levels,
L, to be used in the coarsening process. (Changing L in the next stage based on
observed performance is certainly possible, but it is convenient to fix L—and other
constructs—early in the setup phase.)

Let € > 0 be a given convergence tolerance.

ALCORITHM 3 (initialization stage).

1. Set I =1, select a random vector, x1 € R™, and create copy, X1 «— X1.
2. With initial approximation x1, relax p times on Ayjx = 0:

X1 — (I — R1A1)“X1.

3. If (M)l/“ < g, then set L = 1 and stop (problem A;x = by can be

Arxy,X1
solved fast >enough by relaxzation alone, so only one level is needed).
4. Otherwise, do the following:
(a) Set B! « x.
(b) Create a set, { ALY of nodal aggregates based on matriz A;.
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(¢) Define tentative prolongator Pll+1 and candidate matriz BT using the
candidate matriz B' and relations (2.6) with structure based on { AL} .

(d) Define the prolongator: Ill_s_1 = SlPll_H.

(e) Define the coarse matriz: Apy = (IllH)TAlIllH. If level | + 1 is coarse
enough that a direct solver can be used there, skip to Step 5; otherwise,
continue.

(f) Set the next-level approzimation vector: x4, «— B!,

(g) Make a copy of the current approzimation: Xj41 < Xj41.

(h) With initial approximation X;41, relax p times on Aj41x = 0:

Xi41 — (I = Rip1Aip)' x4

(i) If (%)1/“ < e, skip Steps (f)-(i) in further passes through
Step 4.
(j) Increment !l — 1+ 1 and return to Step 4(a).

5. Set L — I+ 1 and update the finest-level candidate matriz:
B — LI 1k 2xp 4.

6. Create the V-cycle based on B! using the standard SA setup of Algorithm 2,
with the exception that the aggregates are predetermined in Step 4.

This initialization stage terminates whenever a level is reached in the coarsening
process where a direct solver is appropriate. It does not involve level L processing
because it is assumed that the coarsest level is handled by a direct solver, making the
stopping criterion in Step 4(i) automatically true. Notice that the candidate matrix
is actually a vector in this initial stage because we are computing only one candidate.
Note that this stage provides all of the components needed to construct our initial
solver, AMG;.

If the criterion tested in Step 4(i) is satisfied, we are assured that the current
coarse level [ + 1 can be easily solved by relaxation alone. At that point, we could
choose not to coarsen further and use relaxation as a coarsest-level solver. However,
it is possible that the general stage of the algorithm described below adds more can-
didates. In case a new candidate approximates the low-energy modes of the problem
better than the candidate obtained in the initial step, the coarse-level matrix may
no longer be easily solved by relaxation alone. Thus, we choose to coarsen further,
until we are sure that the coarsest problem can be handled well. This offers an added
benefit of producing, at the end of the initial stage, a complete aggregation that can
be reused in the general stage. Note that if Step 4(i) is satisfied, then the approxi-
mate solution of the homogeneous problem may be zero. In such a case, we restore the
saved original vector X;41. We choose to skip Steps 4(f)—(i) in further coarsening once
Step 4(i) is satisfied. This amounts to using standard SA coarsening from level [ + 1
down, which guarantees that the candidate computed on level [ is exactly represented
all the way to the coarsest level. Figure 3.1 illustrates Algorithm 3.

Note 3.1. The initialization stage described in Algorithm 3 is used only if no
knowledge of the near-kernel components is provided. In many situations, however,
some knowledge may be available and should be used. In such cases, the initialization
stage can be omitted and the initial B' can be assumed to consist of the given set
of vectors. The initial V-cycle would then be constructed exactly as in Algorithm 2
prior to running the main adaptive setup.

As an example, consider a problem of 3D linear elasticity discretized by a stan-
dard linear first-order finite element method over an unstructured grid. In this case,
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Select X, (random) Update x
Relaxon A x,= 0
Construct P,x, =X,
IL=SP" A =0YAL

eI] IZ IL—Z
Relax on Ax=0 L X
Construct P)x, =x,

L=SP A=()AL

Set B,=x,
Run SA setup

J

New V-—cycle

Fia. 3.1. Initialization stage, Algorithm 3.

if the discretization package either generates the rigid body modes or supplies the
nodal geometry to the solver, then the full set of nullspace vectors is presumably
available [22] and the adaptive process may be unnecessary. Otherwise, when the full
set of rigid body modes is unavailable, it is nevertheless often possible to obtain a sub-
set of the rigid body modes consisting of three independent constant displacements,
regardless of the geometry of the grid. Such a subspace should be used whenever
possible to create B! and to set up a V-cycle exactly as in the standard SA method.
The initialization stage would then be omitted.

Thus, the initialization stage given by Algorithm 3 should be viewed as optional,
to be done only if no information can be assumed about the system to be solved.
In view of Note 3.1, we can in any case assume that the initial B! has at least
one column and that a tentative V-cycle is available. This means that we have
constructed aggregates Al, transfer operators P/, and I}, and coarse operators
Ay, 1=1,...,L—1.

3.2. General setup stage. In each step of the second stage of the adaptive
procedure, we apply the current V-cycle to the homogeneous problem to uncover error
components that are not quickly attenuated. The procedure then updates its own
transfer operators to ensure that these components will be eliminated by the improved
method, while preserving the previously established approximation properties. Thus,
this stage essentially follows the initialization stage with relaxation replaced by the
current V-cycle.

One of the subtleties of this approach lies in the method’s attempt to update each
level of the evolving V-cycle as soon as its ineffectiveness is exposed. Thus, on the
finest level in the second stage, the current V-cycle simply plays the role of relaxation:
if it is unable to quickly solve the homogeneous problem (i.e., Step 3 fails), then the
resulting error becomes a new candidate, and new degrees of freedom are generated
accordingly on level 2 (i.e., columns are added to B!). The level 2-to-L part of the
old V-cycle (i.e., the part without the finest level) then plays the role of the level 2
relaxation in the initial setup phase and is thus applied to the homogeneous problem
to assess the need to improve its coarser-level interpolation operators. The same is
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done on each coarser level, [, with the level I-to-L part of the old V-cycle playing the
role of the level [ relaxation step in the initial setup phase. The process continues
until adequate performance is observed or the maximum permitted number of degrees
of freedom per node is reached on coarse levels.

We present a general prototype algorithm for the adaptive multigrid setup, as-
suming that a tentative V-cycle has previously been constructed (cf. Note 3.1). We
thus assume that a current hierarchy of nodal aggregates, {Aé}?{:ll, and operators
J-7ll+1,Ill+1,Al+1, are available for all{=1,...,L — 1.

Consider a method in which, within each cycle of the adaptive setup, we attempt
to update the current V-cycle level by level. One cycle of this adaptive setup traverses
from the finest to the coarsest level; on each level [ along the way, it updates B’ based
on computing a new candidate from the current multigrid scheme applied to the
homogeneous problem on level [. Thus, on level [ in the setup process, a solver is
applied that traverses from that level to level L and back. This gives us the picture of
a backward F MG cycle, where the setup traverses from the finest to the coarsest grid
and each level along the way is processed by a V-cycle solver (see Figure 3.2). Now,
once this new candidate is computed, it is incorporated into the current multigrid
scheme and the previously existing V-cycle components are overwritten on level [ + 1
but temporarily retained from that level down. As a result, we redefine level by level
the V-cycle components. Once the new B' (and I}, in (2.3)) are constructed all the
way to the coarsest level, we can then use them to update the current B! and, based
on it, construct a new V-cycle on the finest level.

Fic. 3.2. Self-correcting adaptive cycling scheme given by Algorithm 4, with the solver cycles
uncollapsed.

The general stage is therefore analogous to the initialization stage described in
Algorithm 3, with relaxation replaced by the evolving V-cycle. Instead of using simple
relaxation on each level as the initialization stage does, the general stage uses the
current solver to identify new types of error that the earlier sweeps of the setup cycle
may have missed. The initialization stage was designed to capture a type of error
that relaxation cannot efficiently eliminate. A prototype of this algebraically smooth
error is the candidate that is generated by applying relaxation to the homogeneous
problem on each level. Similarly, each cycle of the general stage is designed to capture
a type of error that the current V-cycle cannot handle, and this too must be done on
each level. It is important to note that we are talking here about error type. It is not
enough for the coarsening process to eliminate only the particular candidate; typically,
a fixed percentage of the spectrum of A; is algebraically smooth, so elimination of one
candidate at a time would take O(n;) setup cycles. Thus, to avoid this unacceptably
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large cost, each setup cycle must determine interpolation operators so that the solver
eliminates a relatively large set of errors of each candidate’s type. Just as each rigid
body mode is used locally in standard SA to treat errors of similar type (constants
represent errors that are smooth within variables and rotations represent intervariable
“smoothness”), so too must each candidate be used in aSA. Moreover, a full set
of types must be determined if the solver is to attain full efficiency (e.g., for two-
dimensional (2D) linear elasticity, three rigid body modes are generally needed). We
thus think of each candidate as a sort of straw man that represents a class of smooth
components. Efficient computation of a full set of straw men is the responsibility of
the adaptive process. However, proper treatment of each straw man is the task of the
basic solver, which is SA in this case.

As we apply our current method to the homogeneous problem, the resulting can-
didate, x;, becomes rich in the components of the error that are slow to converge in
the current method. Our goal in designing the adaptive algorithm is to ensure that
x; is approximated relatively well by the newly constructed transfer operator. That
is, we want to control the constant C, in the inequality

C
3.1 min ||x; — Pl v||? < ——||x]%, -
(3.1) Jmin b = Pl < sl
The transfer operators must therefore be constructed to give accurate approximations
to each candidate as it is computed. This can be guaranteed locally by requiring that,
over every aggregate A, we have

(3.2) Join Ixi = Py v < Cabalxa),

where 6 4 are chosen so that summing (3.2) over all aggregates leads to (3.1), i.e., so
that
_ <A1Xa X>

(3.3) zA:éA(x) = Ay

For now, the only assumption we place on §4(x) is that (3.3) holds. An appropriate
choice for the definition of 6 4(x) is given in section 4.

Note 3.2 (relationship to theoretical assumptions). To relate condition (3.1) to
the theoretical foundation of SA, we make the following observation. If P} 41 is con-
structed so that (3.1) is satisfied for the candidate x;, the construction of our method
automatically guarantees that

C
3.4 i — PiP2.. . Pl v|? < 2 |1%)A
(34) il = PPy Pl < s Il

where x; = PJP7... P "'x; and %, = I313...1}7'x;. Since it is easy to show that
I%lla; < |Ix]la,, we can thus guarantee that (2.8) holds for the particular fine-level
candidate x;. Inequality (3.1) is easily satisfied for any component u for which ||u| 4,
is bounded away from zero. We can thus focus on the troublesome subspace of com-
ponents with small energy. Our experience with the standard SA method indicates
that for the second- and fourth-order elliptic problems it suffices to ensure that the
components corresponding to the nullspace of the weak form of the problem are well
approximated by the prolongation (the near-nullspace components are then well ap-
poximated due to the localization and smoothing procedures involved in constructing
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the SA transfer operators). Further, as the set of candidates constructed during the
setup cycle is expected to eventually encompass the entire troublesome subspace,
satisfaction of (3.1) for all candidates would imply the satisfaction of (2.8) for any
u € R™. This, in turn, guarantees convergence.

Note 3.3 (locally small components). Each new candidate is the result of applying
the V-cycle based on the current B!, so it must be approximately A;-orthogonal to
all previously computed candidates. This is, however, only a global property that the
evolving candidates tend to exhibit. It may be that a candidate is so small on some
aggregate, relative to its energy, that its representation there can be ignored. More
precisely, we could encounter situations in which

(3.5) i % < Cabalx)

for a particular aggregate, A, meaning that (3.2) is automatically satisfied, no matter
what choice we make for P} +1- We can, therefore, test for this condition for each
candidate on every aggregate. When the test is positive, we can simply remove the
candidate’s segment from consideration in construction of that aggregate’s transfer
operator. This elimination can help control coarse-level complexity since small can-
didate segments are prevented from generating additional columns of Pll 1 and [ ll 1
(This test should be used in the initialization as well as the general setup stage. We
did not include it there for simplicity and because there is generally no worry about
complexity in the initial stage.)

Note 3.4 (construction of P/, | to minimize the number of columns). Although
each candidate’s segments may be too large to ignore, it may be that a nontrivial linear
combination of them is small. Thus, we also need to use (3.5) to identify a minimal
local basis for constructing the transfer operators so that the global approximation
property is maintained. To this end, let subscript A denote the restriction of the
corresponding vector or matrix to the degrees of freedom in A, and let r4 denote
the number of columns of Bf4. One possibility for constructing the updated transfer
operator, Pll 1, aggregate by aggregate, would then proceed as follows:

e Rescale each column, y, of B! globally: y « ——X

Vi{Ayy)

e Reorder the newly scaled columns of Bi\ so that their Euclidean norms over
aggregate A are nonincreasing: |ly1]la > [|y2lla > - > |yralla-

e Set j=1.
e While j < ry:
_ — Cabalyy)
Set 74 = <Al)’j7)’;>. »
— If |ly;]|4 < va, then stop. Otherwise, add Hyyﬁ as a new column of
J

Pll 1, make all remaining columns in Bf4 orthogonal to y;, and reorder
them so that their Euclidean norms over A are nonincreasing.
— j — j + 1.

A disadvantage of this process is that P} 1 (hence also [ ! 1) must, in principle,
be constructed from scratch in each cycle of the adaptive setup. We discuss other
practical issues associated with this approach in Note 4.2.

Note 3.5 (reusing previously constructed components). To exploit the work done
in the earlier steps of the setup as much as possible, we consider an alternate procedure
that reuses parts of P} 1 that have already been computed. Thus, in each step of the
setup, we consider only adding a single new column to Pll +1- This has the advantages
that less work is required and that the storage used to hold the global candidates can
be reused as soon as they have been incorporated into Pll 1
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In this approach, to minimize the complexity of the transfer operators, we seek to
ignore locally those components of candidate x; that appear to be well approximated
by the current transfer operators. This includes the case when x; is locally small
in the sense of (3.5). To decide whether to ignore x; locally in the construction of
new tentative prolongator Pll 11, We test how well it is approximated by the current

tentative prolongator, ]5} +1- The following provides a test of how well the range of
Pll L1 approximates x; over aggregate A:

(3.6) i = Plyy (Pla) " xal%y < Cabalxa).

(Since (Pll+1) PlJrl = I, then Pl (Pl+1) is the L? projection onto the range of I:’ZZH;
thus, (3.6) is just approximation property (3.2) using the tentative prolongator in place
of the smoothed one.) If (3.6) is satisfied, then x; is assumed to be well approximated
by the current transfer operator and is simply ignored in the construction of the new
transfer operator on aggregate A. (Practical implications of this local elimination
from the coarsening process are considered in section 4.) If the inequality is not
satisfied, then we keep the computed vector y = x; — Isllﬂ(ﬁllH)Txl, which, by
construction, is orthogonal to all the vectors already represented in the current ]5ll 1
We then normalize via y < y/||y||.4 so that the new P/, has orthonormal columns:
(Pll+1)TPll+1 = I

Before we introduce Algorithm 4 below, we stress that the description should
be viewed as a general outline of the adaptive multigrid setup. We intentionally
ignore several practical issues that must be addressed before this algorithm can be
implemented. For instance, we do not include details on how the new B’ and I},
are efficiently constructed in the evolving method. Also, when using a coarse-level
V-cycle constructed by previous applications of the setup stage, we must deal with
the possibility that the number of vectors approximated on coarse levels in previous
cycles is smaller than the number of vectors approximated on the fine levels in the
current cycle. These issues are discussed in section 4, where we take advantage of the
SA framework to turn the prototypical Algorithm 4 into a practical implementation.

Assume we are given a bound, K € N, on the number of degrees of freedom per
node on coarse levels, convergence factor tolerance € € (0, 1), and aggregate quantities

da(x) such that Y , 64(x) = <‘3(ZZ’1’)‘>.
ALGORITHM 4 (one cycle of the general setup stage).
1. If the maximum number of degrees of freedom per node on level 2 equals K,
stop (the allowed number of coarse-grid degrees of freedom has been reached).
2. Create a copy of the current B' for later use: B! — B
3. Select a random x1 € R™ | create a copy X1 «— X1, and apply p iterations of

the current finest-level V -cycle:

X1 AMG (Xl7 )

4. If ( 2122 )1/H < e, then stop (A;x = by can be solved quickly enough by
the current method).

5. Update B' by incorporating the computed x, in its range:
B! — [B',x].

6. Forl=1,...,L —2: .
(a) Create a copy of the current B!t for later use: B! « BiHL,
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(b) Define new coarse-level matriz B and transfer operators P, |, I}, | us-
ing (2.6) and (2.3). In creating P}, |, some local components in B' may
be eliminated as suggested in Notes 3.4 and 3.5.

(c) Construct coarse operator Aj41 = (Ill+1)TAlIll+l.

(d) Set the coarse-level approzimation X;11 to be the last column of B!,

(e) Make a copy: Xj4+1 < Xi41-

(f) Apply p iterations of the current-level [ + 1 V -cycle:

Xi+1 < AMG;:_I (Xl+1, 0).

(¢) If (M)l/” < g, then skip Steps (d) through (h) in further

(ArpaXip1,Xi41)

passes through Step 6.
(h) Update B'*' by ensuring that the newly computed X, 1 is in its range:

B B ],
7. Update the finest-level candidate:
(3.7) xi  II3..  IP7ixp 1.
8. Update B by adding the newly computed x, to the range of B
B! — [B',x4].

9. Create a V-cycle, AMG, based on B' using the standard SA setup of Algo-
rithm 2.

Algorithm 4, which is illustrated in Figure 3.3, starts from a V-cycle on input
and produces an improved V-cycle as output. It stops iterating when either the
convergence factor for the fine-level iteration in Step 3 is acceptable (as measured in
Step 4) or the maximum number of iterations is reached. Note that, as with the initial
stage, this general stage does not involve level L processing because the coarsest level

Given B, select x, B Update x,
V—cycleon Ax,=0 B~[B, x]
P;B2 =B, x/~Lastcol. of B,

V—-cycleon Ax,=0 B;[B,x)]
PfB3 =B, xsLastcol. of B,

142 L-2
L L. L X

Set B[ B, x,]
Run S. A. setup

[k
New V-—cycle

L

F1G. 3.3. One step of general setup stage, Algorithm 4.
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is assumed to be treated by a direct solver. Also as in the initial stage, once a level
is reached where the problem can be solved well by the current method, any further
coarsening is constructed as in the standard SA.

4. Implementation issues. Several issues must be addressed to make Algo-
rithm 4 practical. We take advantage of certain features of the SA concept to carry
out the method outlined in Algorithm 4, as well as to control the amount of work
required to keep the evolving coarse-level hierarchy up to date.

As suggested in Notes 3.4 and 3.5, a candidate may occasionally be eliminated
locally over an aggregate. This results in varying numbers of degrees of freedom
per node on the coarse levels. (Recall that a coarse-level node is defined as a set of
degrees of freedom, each representing the restriction of a single candidate to a fine-
level aggregate.) To simplify notation, we assume for the time being that the number
of degrees of freedom per node is the same for all nodes on a given level (i.e., no
candidates are locally eliminated). It is important, however, to keep in mind that we
are interested in the more general case. A generalization to varying numbers of degrees
of freedom per node could be obtained easily at the cost of a much more cumbersome
notation. We briefly remark on the more general cases in Notes 4.2 and 4.3 below.

Note 4.1 (construction of temporary “bridging” transfer operators). An issue
we must consider is the interfacing between the emerging V-cycle on finer levels and
the previous V-cycle on coarser levels. Each setup cycle starts by selecting an initial
approximation for a new candidate on the finest level (cf. Figure 3.3). This approxi-
mation is then improved by applying the error propagation matrix for the previously
constructed V-cycle to it. The resulting candidate is used to enrich B'. This neces-
sitates an update of Pj, I}, and Ay from (2.6) and (2.2) and introduces an additional
degree of freedom for the nodes on level 2. Since we now want to run the current
solver on level 2 to obtain an improved candidate on that level, we need to temporar-
ily modify P? and I? because these transfer operators have not yet been updated to
reflect the added degrees of freedom on level 2. Once this modification has been made,
a V-cycle on level 2 can be run to compute the new candidate there. This candidate
is then incorporated into B? and new PZ and I3 are constructed, overwriting the
temporary versions, and the new Aj can be computed using (2.2). To perform the
V-cycle on level 3, we then must temporarily modify operators P} and I3 for the same
reason we had to update P? and I3 above. Analogous temporary modifications to
the transfer operators are necessary on all coarser levels, as the setup cycle traverses
sequentially through them.

Thus, on stage [ of a single cycle of the setup process, all transfer operators defin-
ing the V-cycle can be used without change, except for P/,, and, consequently, I},
defined through (2.3). We can construct the temporary operator, Pll 11, by modifying
(2.6) as

l +1 _ pHl
Pl B = B,

where B! is formed by removing the last column from B!, which consists of the
k + 1 fine-level candidate vectors, including the newly added one (so that the first &
candidates are the same as in the previous cycle). Since tentative prolongator Pll 1
produced in this way is based only on fitting the first k vectors in B', the coarse-level
matrix A;1q resulting from the previous cycle of the aSA setup (described below) can
be used on the next level. Thus, all the coarse operators for levels coarser than [ can
be used without change. This has the advantage of reducing the amount of work to
keep the V-cycle up to date on coarser, yet-to-be-traversed levels.
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So far, we have considered only the case where all candidates are used locally.
In the interest of keeping only the candidates that are essential to achieving good
convergence properties, we now consider locally eliminating the candidates where
appropriate.

Note 4.2 (eliminating candidates locally as suggested in Note 3.5). When we
eliminate a candidate locally over an aggregate as suggested in Note 3.5, the con-
struction of the bridging operator above can be easily modified so that the multigrid
hierarchy constructed in the previous setup cycle can be used to apply a level | V-
cycle in the current one. Since the procedure guarantees that the previously selected
candidates are retained and only the newly computed candidate may be locally elim-
inated, the V-cycle constructed in the previous setup cycle remains valid on coarser
grids as in the case of Note 4.1. The only difference now is that aggregates may have
a variable number of associated candidates, and the construction of the temporary
transfer operator Pll 1 described in Note 4.1 must account for this when removing the

column of B! to construct B'.

Note 4.3 (eliminating candidates locally as suggested in Note 3.4). The situation
is slightly more complicated when the procedure described in Note 3.4 is used to
eliminate candidates locally over an aggregate. First, even if none of the old candidates
are eliminated, the use of the procedure of Note 3.4 may result in a permutation of
the candidates over an aggregate and hence a permutation of the coarse degrees of
freedom corresponding to the associated node. To match the fine-level V-cycle with
the existing coarser levels, an appropriate permutation of the coarse degrees of freedom
must then be done when performing the intergrid transfer in the application of the
resulting V-cycle.

However, if some of the previously selected candidates are eliminated in favor of
the new candidate in the construction of the updated Pll 1, the coarse V-cycle should
no longer be used without change. In such cases, we would have to generate all the
coarse levels below level [ before running the level [ + 1 V-cycle. This results in a
significantly increased cost of the setup phase.

Note 4.4 (selection of the local quantities §4(x)). Our algorithm relies on local
aggregate quantities §4(x) to decide whether to eliminate candidate x in aggregate
A, and to guarantee that the computed candidates satisfy the global approximation
property (3.1). This leads us to the choice

(4.1) ba(x) = <Car;EA)> <122j1’z))(>’

where card(A) denotes the number of nodes in aggregate A on level [, and N is the

total number of nodes on that level. Note that ) , 6.4(x) = % for any x, so this
can be used in local estimates (3.2) to guarantee (3.1).

Suppose that we are given a bound, K > 0, on the maximum allowed number of
degrees of freedom per node on the coarse levels, and a tolerance, € € (0,1), on the
target convergence factor. Then one adaptive setup cycle is defined as follows.

ALGORITHM 5 (one cycle of aSA).

1. If the maximum number of degrees of freedom per mode on level 2 equals K,
stop (the allowed number of coarse grid degrees of freedom has been reached).

2. Create a copy of the current B* for later use: B! — B!,

3. Select a random x1 € R™ | create a copy X1 < X1, and apply p iterations of
the current V-cycle:

X1 AMG’{ (Xl, 0)
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4. If (%)1/” < g, then stop (A1x = by can be solved quickly enough by
the current method).

5. Update B by extending its range with the new column {x1}:
B' — [BY,x].

6. Forl=1,...,L —2:

(a) Define a new coarse-level matriz B! and transfer operator Pll+1 based
on (2.6), using B' and decomposition { AL}, In creating Pl ., some
local components in B' may be locally eliminated as suggested in Note 3.5.

(b) Construct the prolongator: I}, = SiP}, .

(¢) Construct the coarse operator: Apyr = (Il )T Al}, .

(d) Reorder the columns of B+ so that its last is ;. 1, and let B consist
of all other columns of BT,

(e) Create a “bridge” transfer operator Pllj:; to the coarser level with the old
B by fitting all the vectors in B'T' except the last one; see Note 4.1.

(f) Set the new “bridging” prolongator: Illj_'Ql = Sl+1Pllj_'21.

(g) Make a copy: X1 « Xi41.

(h) Apply p iterations: xi41 +— AMG, | (X111, 0).

G) If (%)1/” < ¢, then skip (d) through (j) in further passes
through Step 6.

(j) Update the coarse representation of candidate B'*1:

B B x4,
7. Update the latest fine-level candidate:
(4.2) xp  II2 .. TE 2%, 4.
8. Update B by extending the old copy with the newly computed x:
B! — [B',x4].

9. Create the V-cycle based on the current B using the standard SA setup de-
scribed by Algorithm 2.

Note that if we use the candidate elimination scheme of Note 3.4 in 6(a), we
should modify the algorithm to construct a completely new multigrid hierarchy on
levels [+ 1 through L before applying the level [+1 V-cycle in Step 6(h) (cf. Note 4.2).

Before presenting computational results, we consider several possible improve-
ments intended to reduce the necessary number of cycles of the setup and the amount
of work required to carry each cycle.

Note 4.5 (improving the quality of existing candidates). Many practical situ-
ations, including fourth-order equations and systems of fluid and solid mechanics,
require a set of multiple candidates to achieve optimal convergence. In the interest
of keeping operator complexity as small as possible, it is imperative that the number
of candidates used to produce the final method be controlled. Therefore, ways of
improving the quality of each candidate are of interest, to curb the demand for the
growth in their number.

When the current V-cycle hierarchy is based on approximating at least two can-
didates (in other words, the coarse problems feature at least two degrees of freedom
per node), this can be easily accomplished as follows.
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Assume that the currently available candidate vectors are xi,...,x;. Consider
one such candidate, say, x;, that we want to improve. We want to run a modified
but current V-cycle on the homogeneous problem, A;x = 0, using x; as the initial
guess. The modification consists of disabling, in the coarse-grid correction process,
the columns of the prolongator corresponding to the given candidate. That is, instead
of x; «— x; + Izl+1xl+1 in step 2(c¢) of Algorithm 1, we use

1 A
x; — X+ I} X141,

where X;41 is obtained from x;1; by setting to zero every entry corresponding to
fine-level candidate x;. Thus, the columns of I} 1 corresponding to xj are not used
in coarse-grid correction.

In this way, we come up with an improved candidate vector without restarting
the entire setup iteration from scratch and without adding a new candidate. Since we
focus on one component at a time and keep all other components intact, this modified
V-cycle is expected to converge rapidly.

Note 4.6 (saving work). The reuse of current coarse-level components described
in Note 4.1 reduces the amount of work required to keep the V-cycle up to date.
Additional work can be saved by performing the decomposition of nodes into disjoint
aggregates only during the setup of the initial V-cycle and then reusing this decom-
position in later cycles. Yet further savings are possible in coarsening, assuming the
candidates are allowed to be locally eliminated according to Note 3.5. For instance,
we can exploit the second-level matrix structure

Ay X
A2 - |: Y VA :| )

where A, is the second-level matrix from the previous cycle. Thus, As need not be
recomputed and can be obtained by a rank-one update of each block entry in As.
In a similar fashion, the new operators P/, |, B! do not have to be recomputed in
each new setup cycle by the local QR decomposition noted in section 2. Instead, it is
possible to update each nodal entry in ]5ll 1 B+t by a rank-one update on all coarse

levels, where ]Sll 1 B are the operators created by the previous setup cycle.

5. Numerical experiments. To demonstrate the effectiveness of the proposed
adaptive setup process, we present results obtained by applying the method to several
model problems. In these tests, the solver was stopped when the relative residual
reached the value e = 10712 (unless otherwise specified). The value C, = 1073 was
used for test (3.6) and the relaxation scheme for the multigrid solver was symmetric
Gauss—Seidel. While a Krylov subspace process is used often in practice, we present
these results for a basic multigrid V-cycle with no acceleration scheme for clarity,
unless explicitly specified otherwise.

All the experiments have been run on a notebook computer with a 1.6 GHz mo-
bile Pentium 4 processor and 512 MB of RAM. For each experiment, we report the
following. The column denoted by “Iter” contains the number of iterations required
to reduce the residual by the prescribed factor. The “Factor” column reports con-
vergence factor measured as the geometric average of the residual reduction in the
last 10 iterations. In the “CPU” column, we report the total CPU times in seconds
required to complete both the setup and iteration phases of the solver. In the column
“RelCPU” we report the relative times to solution, with one unit defined as the time
required to solve the problem given the correct near-nullspace components. In the
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TABLE 5.1
Misscaled 3D Poisson problems, 68,921, and 1,030,301 degrees of freedom; using € = 10~5.

[ o [ Candidates [ Hmax [ Iter [ Factor [ CPU [ RelCPU [ OpComp ]
Poisson problem with 68,921 degrees of freedom
0 provided N/A 9 | 0.100 3.65 1.00 1.038
0 1 5 9 | 0.100 4.09 1.12 1.038
6 provided N/A 150 | 0.871 43.76 11.99 1.038
6 1 5 10 | 0.126 4.27 1.17 1.038
Poisson problem with 1,030,301 degrees of freedom
0 provided N/A 9 | 0.093 58.43 1.00 1.039
0 1 5 9 | 0.099 80.05 1.37 1.039
6 provided N/A | 690 | 0.970 3,252.80 55.67 1.039
6 1 5 9 | 0.096 88.23 1.51 1.039

“OpComp” column, we report the operator complexity associated with the V-cycle
for every run (we define operator complexity in the usual sense [19], as the ratio of
the number of entries stored in all problem matrices on all levels divided by the num-
ber of entries stored in the finest-level matrix). The “Candidates” column indicates
the number of kernel vectors computed in the setup iteration (a value of “provided”
means that complete kernel information was supplied to the solver, assuming standard
discretization and ignoring scaling). Parameter pmax denotes the maximal number of
tentative V-cycles allowed in computing each candidate.

In all the cases considered, the problem was modified either by scaling or by
rotating each nodal entry in the system by a random angle (as described below).
These modifications pose serious difficulties for classical algebraic iterative solvers
that are not aware of such modifications, as we assume here.

For comparison, we also include the results for the unmodified problem, with a
supplied set of kernel components. Not surprisingly, the standard algorithm (without
benefit of the adaptive process) performs poorly for the modified system when the
details of this modification are kept from the solver, as we assume here.

We start by considering a diagonally scaled problem,

A — Dfl/QADfl/Q,

where the original A is the matrix obtained by standard Q1 finite element discretiza-
tion of the 3D Poisson operator on a cube and D is a diagonal matrix with entries
10%, where 3 € [0, +0] is chosen randomly. Table 5.1 shows the results for different
values of parameter o and different levels of refinement. Using the supplied kernel
yields good convergence factors for the unmodified problem, but the performance is
poor and deteriorates with increased problem size when used with o # 0. In contrast,
the adaptive process, starting from a random approximation, recovers the convergence
properties associated with the standard Poisson problem (o = 0), even for the scaled
case, with convergence that appears independent of the problem size.

The second problem comes from a diagonally scaled matrix arising in 2D elasticity.
Diagonal entries of D are again defined as 107, with 3 € [~0, +0] chosen randomly.
The original matrix is the discrete operator for the plane-strain elasticity formulation
over a square domain using bilinear finite elements on a uniform grid, with a Poisson
ratio of v = 0.3 and Dirichlet boundary conditions specified only along the “West”
side of the domain. The results in Table 5.2 follow a pattern similar to those for the
Poisson problem. Note, however, that more than the usual three candidate vectors
are now needed to achieve convergence properties similar to those of the unscaled
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TABLE 5.2
Scaled 2D elasticity problems with 80,400 and 181,202 degrees of freedom. Iteration counts
marked with an asterisk indicate that residual reduction by 1012 was not achieved before the mawxi-
mum number of iterations was reached.

[ o [ Candidates [ Hmax [ Iter [ Factor [ CPU [ RelCPU [ OpComp ]
2D elasticity problem, 80,400 degrees of freedom
0 | 3 provided | N/A 17 0.21 9.16 1.00 1.27
0 3 6 23 0.37 21.16 2.31 1.27
0 3 15 18 0.23 26.65 2.91 1.27
6 3 provided N/A 299 0.92 133.55 14.58 1.27
6 3 6 25 0.38 22.26 2.43 1.27
6 3 15 18 0.25 27.30 2.98 1.27
2D elasticity problem, 181,202 degrees of freedom
0 3 provided N/A 23 0.35 22.85 1.00 1.28
0 3 15 267 0.937 272.14 11.91 1.27
0 4 15 26 0.422 75.18 3.29 1.50
0 4 20 26 0.439 86.60 3.79 1.50
0 5 15 20 0.314 88.20 3.86 1.78
6 | 3 provided N/A | 5,000* 0.996 4,559.95 199.56 1.28
6 4 15 23 0.367 74.95 3.28 1.50
6 4 20 19 0.302 76.78 3.36 1.50
6 5 10 14 0.173 69.46 3.04 1.78

problem when a correct set of three rigid-body modes is provided by the user. For
the scaled problem, however, supplying the rigid-body modes computed based on the
problem geometry leads, as expected, to dismal performance of the standard solver.

The third set of experiments is based again on the 2D elasticity problem, but now
each nodal block is rotated by a random angle 8 € [0, 7],

A~ QTAQ,

where @ is a nodal block-diagonal matrix consisting of rotations with random angles.
The results in Table 5.3 show that aSA can recover good convergence factors for both
the unmodified and the modified systems. Without the adaptive procedure, our basic
algebraic solver could not solve the modified matrix problem in a reasonable amount
of time.

The fourth example demonstrates performance of the method when a higher num-
ber of candidates is required. We consider a 3D elasticity problem with local rotations.
This is done to maintain locally orthogonal coordinates but is otherwise a random
rotation of the three degrees of freedom at each node. The model problem we start
from is linearized elasticity discretized using trilinear finite elements over a uniform
grid. Dirichlet boundary conditions are specified on the “West” face of the cube, and
the Poisson ratio is set to v = 0.3. The results in Table 5.4 show that, even for the
modified system, the adaptive method can again recover good convergence factors.
Furthermore, our current method mimics the convergence of the SA for the unmodi-
fied problem with the supplied set of rigid-body modes. In this set of experiments, we
can get close to the ideal iteration counts using just six candidates. We see that using
one extra candidate can improve convergence properties and in some cases actually
lower the overall cost of the total time to solution. This is done at the price of a small
increase in operator complexity. For problems with multiple right-hand sides, the
more expensive setup would be performed only once, and using the extra candidate
may then be preferred.
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TABLE 5.3
Rotated 2D elasticity problems with 80,400 and 181,202 degrees of freedom. Iteration counts
marked with an asterisk indicate that residual reduction by 102 was not achieved before the limit
on the number of iterations was reached.

[ Rotated [ Candidates [ Hmax [ Iter [ Factor [ CPU [ RelCPU [ OpComp ]
2D elasticity problem with 80,400 degrees of freedom
NO 3 provided | N/A 17 0.21 9.16 s 1.00 1.27
NO 3 15 18 0.23 26.66 2.91 1.27
YES 3 provided | N/A 1,329 0.99 587.80 64.17 1.27
YES 3 15 19 0.27 27.8464 3.04 1.27
2D elasticity problem with 181,202 degrees of freedom
NO 3 provided N/A 23 0.35 22.85's 1.00 1.28
NO 3 15 18 0.23 66.49 291 1.28
YES 3 provided | N/A | 5,000* 0.999 | 3,968.36 173.67 1.28
YES 3 20 135 | 0.885 170.23 7.45 1.28
YES 4 15 27 | 0.488 77.46 3.39 1.50
YES 4 20 21 | 0.395 79.29 3.47 1.50
YES 5 6 18 0.34 60.78 2.66 1.78
YES 5 10 15 | 0.233 72.66 3.18 1.78
TABLE 5.4

Rotated 3D elasticity problems with 114,444 and 201,720 degrees of freedom.

[ Rotated [ Candidates [ Mmax [ Iter [ Factor [ CPU [ RelCPU [ OpComp ]
3D elasticity problem with 114,444 degrees of freedom
NO 6 provided | N/A 16 0.20 29.97 1.00 1.159
NO 6 15 20 0.27 189.11 6.31 1.159
NO 7 15 17 0.21 215.78 7.20 1.217
YES 6 provided | N/A | 587 0.97 913.49 30.48 1.159
YES 6 15 16 0.22 184.32 6.15 1.159
YES 7 10 15 0.20 171.73 5.73 1.217
YES 7 15 15 0.20 210.99 7.04 1.217
3D elasticity problem with 201, 720 degrees of freedom
NO 6 provided | N/A 16 0.20 50.33 1.00 1.153
NO 6 15 21 0.31 319.60 6.35 1.153
NO 7 10 17 | 0.216 297.95 5.92 1.209
NO 7 15 17 0.209 363.38 7.22 1.209
YES 6 provided N/A 739 0.97 1,924.62 38.24 1.153
YES 6 15 16 0.23 308.02 6.12 1.153
YES 7 10 15 0.20 301.98 6.00 1.209
YES 7 15 14 0.16 357.85 7.11 1.209

The final example demonstrates performance of the adaptive method for an elas-
ticity problem featuring discontinuities in the Young modulus. Here we consider a 3D
elasticity problem in which the Poisson ratio is fixed at 0.32, while the Young modulus
is allowed to vary randomly between the elements. We consider two cases: a case of
coefficients varying randomly with uniform distribution in the interval (1,10°) and
the case where the distribution is exponential; i.e., the Young modulus is computed
as 10(°") where r is generated randomly with uniform distribution in (0, 1). Keep-
ing with the usual practice of employing Krylov method acceleration for problems
with coeflicient discontinuities, in this experiment we use our adaptive method as a
preconditioner in the conjugate gradient method. The iteration was stopped once
the initial residual was reduced by 108. Table 5.5 compares the results obtained by
using our adaptive scheme, started from random initial guess, to the results obtained
when the method based on a priori knowledge of the rigid body modes is employed
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TABLE 5.5
3D elasticity problem, 201,720 degrees of freedom, with Young modulus featuring random jumps
in (1,109).

[ o [ Candidates [ Hmax [ Iter [ Factor [ CPU [ RelCPU [ OpComp ]
[ Elasticity problem with uniformly distributed coefficient jumps ]
2 | 6 provided | N/A 8 | 0.0734 | 24.22 1.00 1.15
2 6 10 13 | 0.2209 | 219.34 9.05 1.15
2 7 10 11 | 0.1866 | 266.29 10.99 1.21
3 | 6 provided | N/A 8 | 0.0765 24.23 1.00 1.15
3 6 10 13 | 0.2154 | 218.57 9.02 1.15
3 7 10 11 | 0.1861 | 265.70 10.96 1.21
4 | 6 provided | N/A 8 | 0.0768 | 24.56 1.00 1.15
4 6 10 12 | 0.2081 | 219.26 8.93 1.15
4 7 10 11 | 0.1648 | 264.38 10.76 1.21
[ Elasticity problem with exponentially distributed coefficient jumps ]
2 | 6 provided | N/A 9 | 0.1146 | 25.99 1.00 1.15
2 6 10 16 | 0.3048 | 225.52 8.68 1.15
2 7 10 12 | 0.2141 | 267.72 10.30 1.21
3 | 6 provided | N/A 14 | 0.2466 | 35.68 1.00 1.15
3 6 10 22 | 04179 | 237.56 6.76 1.15
3 7 10 16 | 0.3095 | 275.62 7.84 1.21
4 | 6 provided | N/A 20 | 0.3948 | 49.99 1.00 1.15
4 6 10 30 | 0.5316 | 255.43 5.11 1.15
4 7 10 21 | 0.4040 | 289.39 5.79 1.21
5 | 6 provided | N/A 32 | 0.5545 73.63 1.00 1.15
5 6 10 46 | 0.6695 | 292.35 3.97 1.15
5 6 20 36 | 0.5980 | 402.75 5.47 1.21
5 7 10 37 | 0.6020 | 324.19 4.40 1.21
5 7 15 27 | 0.4966 | 381.16 5.17 1.21

as a preconditioner. The table indicates that, using the adaptive procedure, without
a priori knowledge of the problem geometry, we can about recover the rates of the
method based on the knowledge of the rigid-body modes.

The topic of problems with discontinuous coefficients and the appropriate modi-
ficiations to the basic SA method will be studied in a separate paper.

Note 5.1. The operator complexities in all of the test problems remain below
2. Moreover, for the larger spatial dimension of three dimensions, these complexities
improve somewhat, due largely to the increased speed of aggregation coarsening. It is
also worth mentioning that the increasing size of the coarse matrix block entries due
to the increasing number of candidates does not significantly impact the time needed
to perform one iteration of the solver, apparently due to the more efficient memory
access afforded by blocking.

6. Conclusions. We consider a new multilevel method to tackle problems which,
to date, have been very difficult to handle by AMG methods. At the expense of a
somewhat more costly setup stage and more intricate implementation, we design a
method that has, thus far, proved successful at solving such problems. We observe
that the convergence properties of the method seem very insensitive to modifications of
the algebraic system by scaling or nodal rotation. Moreover, the solver is flexible and
can benefit from extra information supplied about the problem. If such information
is lacking or incorrect, then aSA can act as a full black-box solver. Despite the
growing number of degrees of freedom per coarse-level node as the method evolves,
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the overall cost of one step of the final iteration grows only modestly because of better
utilization of cache memory due to dense matrix operations on the nodal blocks.
Operator complexity remains at reasonable levels and actually seems to improve with
increasing spatial dimension.

The construction of the tentative prolongator in the setup phase involves restric-
tion of the candidate functions to an aggregate and subsequent local orthogonalization
of these functions. It is therefore suitable for parallel processing as long as the ag-
gregates are local to the processor. Parallelization of the underlying SA solver is
currently under development. When it is completed, then aSA will also benefit from
the parallel speedup. The parallel version is also expected to gain better parallel scala-
bility by replacing the traditionally used Gauss—Seidel relaxation with the polynomial
smoothing procedures investigated recently in [1]. The performance of the parallel
implementation will depend on the quality of the parallel matrix-vector product.

Future development will concentrate on extending features of the underlying
method on which aSA relies and on developing theory beyond the heuristics we de-
veloped here. Although most decisions are currently made by the code at runtime,
much remains to be done to fully automate the procedure, such as determining cer-
tain tolerances that are now input by the user. We plan to explore the possibility of
setting or updating these parameters at runtime based on the characteristics of the
problem at hand. A related work in progress [7] explores adaptive ideas suitable in
the context of the standard AMG method.
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